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**Question**

Delete N Nodes after M Nodes of a Linked List: Create Linked list of size 20, keep first m nodes and delete next n nodes. Repeat the process until you reach the end of linked list and return the head of modified list  
  
File 1: **Node.java**

package assignment;

**public** **class** Node {

**public** **int** data;

**public** Node next;

**public** Node(**int** data) {

        this.data = data;

        this.next = null;

    }

    @**Override**

**public** String toString() {

        return "Node [data=" + data + ", next=" + next + "]";

    }

}

File 2: **Linked List**

package assignment;

**public** **class** LinkedList {

    Node head = null;

    Node tail = null;

**int** size = 0;

**public** **void** insertNode(**int** data) {

        Node newNode = new Node(data);

        if (head == null) {

            head = newNode;

            tail = newNode;

        } else {

            tail.next = newNode;

            tail = newNode;

        }

        size += 1;

    }

**public** **void** print() {

        Node currNode = head;

        while (currNode.next != null) {

            System.out.println(currNode.data);

            currNode = currNode.next;

        }

    }

// A methods that deletes m nodes after n nodes

**public** Node removeMNodesAfterNNodes(**int** m, **int** n) {

*// Node header = head;*

        Node current = head;

        Node prevNode = null;

        Node nextNode = null;

        while (current.next != null) {

            for (**int** i = 1; i <= n; i++) {

                if (i == n) {

                    prevNode = current;

                } else {

                    current = current.next;

                    continue;

                }

            }

            for (**int** j = 1; j <= m; j++) {

                if (j == m && current.next != null) {

                    nextNode = current.next;

                } else {

                    if (current != null && current.next != null)

                        current = current.next;

                }

            }

            if (current.next != null) {

                current = current.next;

            }

            prevNode.next = current.next == null ? null : nextNode.next;

            tail = prevNode;

        }

        return head;

    }

}